Top of Form

HashMap, TreeMap, HashSet in Java..

**Java Map Interface**

A map contains values on the basis of key, i.e. key and value pair. Each key and value pair is known as an entry. A Map contains unique keys.

A Map is useful if you have to search, update or delete elements on the basis of a key.

**Java Map Hierarchy**

There are two interfaces for implementing Map in java: Map and SortedMap, and three classes: HashMap, LinkedHashMap, and TreeMap. The hierarchy of Java Map is given below:

A Map doesn't allow duplicate keys, but you can have duplicate values. HashMap and LinkedHashMap allow null keys and values, but TreeMap doesn't allow any null key or value.

A Map can't be traversed, so you need to convert it into Set using *keySet()* or *entrySet()* method.
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**Java HashMap**

![Java HashMap class hierarchy](data:image/png;base64,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)Java

**HashMap** class implements the Map interface which allows us *to store key and value pair*, where keys should be unique. If you try to insert the duplicate key, it will replace the element of the corresponding key. It is easy to perform operations using the key index like updation, deletion, etc. HashMap class is found in the java.util package.

HashMap in Java is like the legacy Hashtable class, but it is not synchronized. It allows us to store the null elements as well, but there should be only one null key. Since Java 5, it is denoted as HashMap<K,V>, where K stands for key and V for value. It inherits the AbstractMap class and implements the Map interface.

**Points to remember**

* Java HashMap contains values based on the key.
* Java HashMap contains only unique keys.
* Java HashMap may have one null key and multiple null values.
* Java HashMap is non synchronized.
* Java HashMap maintains no order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

**Hierarchy of HashMap class**

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

**HashMap class declaration**

Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

**HashMap class Parameters**

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

**Java HashMap Example**

Let's see a simple example of HashMap to store key and value pair.

1. **import** java.util.\*;
2. **public** **class** HashMapExample1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(4,"Grapes");
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=HashMapExample1)Iterating Hashmap...

1 Mango

2 Apple

3 Banana

4 Grapes

In this example, we are storing Integer as the key and String as the value, so we are using HashMap<Integer,String> as the type. The put() method inserts the elements in the map.

To get the key and value elements, we should call the getKey() and getValue() methods. The Map.Entry interface contains the *getKey()* and *getValue()* methods. But, we should call the entrySet() method of Map interface to get the instance of Map.Entry.

**No Duplicate Key on HashMap**

You cannot store duplicate keys in HashMap. However, if you try to store duplicate key with another value, it will replace the value.

1. **import** java.util.\*;
2. **public** **class** HashMapExample2{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(1,"Grapes"); //trying duplicate key
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=HashMapExample2)Iterating Hashmap...

1 Grapes

2 Apple

3 Banana

**Java HashMap example to add() elements**

Here, we see different ways to insert elements.

1. **import** java.util.\*;
2. **class** HashMap1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. System.out.println("Initial list of elements: "+hm);
6. hm.put(100,"Amit");
7. hm.put(101,"Vijay");
8. hm.put(102,"Rahul");
10. System.out.println("After invoking put() method ");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
15. hm.putIfAbsent(103, "Gaurav");
16. System.out.println("After invoking putIfAbsent() method ");
17. **for**(Map.Entry m:hm.entrySet()){
18. System.out.println(m.getKey()+" "+m.getValue());
19. }
20. HashMap<Integer,String> map=**new** HashMap<Integer,String>();
21. map.put(104,"Ravi");
22. map.putAll(hm);
23. System.out.println("After invoking putAll() method ");
24. **for**(Map.Entry m:map.entrySet()){
25. System.out.println(m.getKey()+" "+m.getValue());
26. }
27. }
28. }

Initial list of elements: {}

After invoking put() method

100 Amit

101 Vijay

102 Rahul

After invoking putIfAbsent() method

100 Amit

101 Vijay

102 Rahul

103 Gaurav

After invoking putAll() method

100 Amit

101 Vijay

102 Rahul

103 Gaurav

104 Ravi

**Java HashMap example to remove() elements**

Here, we see different ways to remove elements.

1. **import** java.util.\*;
2. **public** **class** HashMap2 {
3. **public** **static** **void** main(String args[]) {
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. map.put(103, "Gaurav");
9. System.out.println("Initial list of elements: "+map);
10. //key-based removal
11. map.remove(100);
12. System.out.println("Updated list of elements: "+map);
13. //value-based removal
14. map.remove(101);
15. System.out.println("Updated list of elements: "+map);
16. //key-value pair based removal
17. map.remove(102, "Rahul");
18. System.out.println("Updated list of elements: "+map);
19. }
20. }

Output:

Initial list of elements: {100=Amit, 101=Vijay, 102=Rahul, 103=Gaurav}

Updated list of elements: {101=Vijay, 102=Rahul, 103=Gaurav}

Updated list of elements: {102=Rahul, 103=Gaurav}

Updated list of elements: {103=Gaurav}

**Java HashMap example to replace() elements**

Here, we see different ways to replace elements.

1. **import** java.util.\*;
2. **class** HashMap3{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(101,"Vijay");
7. hm.put(102,"Rahul");
8. System.out.println("Initial list of elements:");
9. **for**(Map.Entry m:hm.entrySet())
10. {
11. System.out.println(m.getKey()+" "+m.getValue());
12. }
13. System.out.println("Updated list of elements:");
14. hm.replace(102, "Gaurav");
15. **for**(Map.Entry m:hm.entrySet())
16. {
17. System.out.println(m.getKey()+" "+m.getValue());
18. }
19. System.out.println("Updated list of elements:");
20. hm.replace(101, "Vijay", "Ravi");
21. **for**(Map.Entry m:hm.entrySet())
22. {
23. System.out.println(m.getKey()+" "+m.getValue());
24. }
25. System.out.println("Updated list of elements:");
26. hm.replaceAll((k,v) -> "Ajay");
27. **for**(Map.Entry m:hm.entrySet())
28. {
29. System.out.println(m.getKey()+" "+m.getValue());
30. }
31. }
32. }

Initial list of elements:

100 Amit

101 Vijay

102 Rahul

Updated list of elements:

100 Amit

101 Vijay

102 Gaurav

Updated list of elements:

100 Amit

101 Ravi

102 Gaurav

Updated list of elements:

100 Ajay

101 Ajay

102 Ajay

**Difference between HashSet and HashMap**

HashSet contains only values whereas HashMap contains an entry(key and value).

**Java HashMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** HashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=MapExample)Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications and Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6
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**Java TreeMap class**

![Java TreeMap class hierarchy](data:image/png;base64,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)

Java TreeMap class is a red-black tree based implementation. It provides an efficient means of storing key-value pairs in sorted order.

The important points about Java TreeMap class are:

* Java TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* Java TreeMap contains only unique elements.
* Java TreeMap cannot have a null key but can have multiple null values.
* Java TreeMap is non synchronized.
* Java TreeMap maintains ascending order.

**TreeMap class declaration**

Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

**TreeMap class Parameters**

Let's see the Parameters for java.util.TreeMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

**Java TreeMap Example**

1. **import** java.util.\*;
2. **class** TreeMap1{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
10. **for**(Map.Entry m:map.entrySet()){
11. System.out.println(m.getKey()+" "+m.getValue());
12. }
13. }
14. }

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

**Java TreeMap Example: remove()**

1. **import** java.util.\*;
2. **public** **class** TreeMap2 {
3. **public** **static** **void** main(String args[]) {
4. TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Before invoking remove() method");
10. **for**(Map.Entry m:map.entrySet())
11. {
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. map.remove(102);
15. System.out.println("After invoking remove() method");
16. **for**(Map.Entry m:map.entrySet())
17. {
18. System.out.println(m.getKey()+" "+m.getValue());
19. }
20. }
21. }

Output:

Before invoking remove() method

100 Amit

101 Vijay

102 Ravi

103 Rahul

After invoking remove() method

100 Amit

101 Vijay

103 Rahul

**Java TreeMap Example: NavigableMap**

1. **import** java.util.\*;
2. **class** TreeMap3{
3. **public** **static** **void** main(String args[]){
4. NavigableMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Maintains descending order
10. System.out.println("descendingMap: "+map.descendingMap());
11. //Returns key-value pairs whose keys are less than or equal to the specified key.
12. System.out.println("headMap: "+map.headMap(102,**true**));
13. //Returns key-value pairs whose keys are greater than or equal to the specified key.
14. System.out.println("tailMap: "+map.tailMap(102,**true**));
15. //Returns key-value pairs exists in between the specified key.
16. System.out.println("subMap: "+map.subMap(100, **false**, 102, **true**));
17. }
18. }

descendingMap: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

headMap: {100=Amit, 101=Vijay, 102=Ravi}

tailMap: {102=Ravi, 103=Rahul}

subMap: {101=Vijay, 102=Ravi}

**Java TreeMap Example: SortedMap**

1. **import** java.util.\*;
2. **class** TreeMap4{
3. **public** **static** **void** main(String args[]){
4. SortedMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Returns key-value pairs whose keys are less than the specified key.
10. System.out.println("headMap: "+map.headMap(102));
11. //Returns key-value pairs whose keys are greater than or equal to the specified key.
12. System.out.println("tailMap: "+map.tailMap(102));
13. //Returns key-value pairs exists in between the specified key.
14. System.out.println("subMap: "+map.subMap(100, 102));
15. }
16. }

headMap: {100=Amit, 101=Vijay}

tailMap: {102=Ravi, 103=Rahul}

subMap: {100=Amit, 101=Vijay}

**What is difference between HashMap and TreeMap?**

HashMap

TreeMap

1) HashMap can contain one null key.

TreeMap cannot contain any null key.

2) HashMap maintains no order.

TreeMap maintains ascending order.

**Java TreeMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6
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**Java HashSet**

![Java HashSet class hierarchy](data:image/png;base64,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)

Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.
* HashSet allows null value.
* HashSet class is non synchronized.
* HashSet doesn't maintain the insertion order. Here, elements are inserted on the basis of their hashcode.
* HashSet is the best approach for search operations.
* The initial default capacity of HashSet is 16, and the load factor is 0.75.

**Difference between List and Set**

A list can contain duplicate elements whereas Set contains unique elements only.

**Hierarchy of HashSet class**

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

**HashSet class declaration**

Let's see the declaration for java.util.HashSet class.

1. **public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

**Constructors of Java HashSet class**

**Java HashSet Example**

Let's see a simple example of HashSet. Notice, the elements iterate in an unordered collection.

1. **import** java.util.\*;
2. **class** HashSet1{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet();
6. set.add("One");
7. set.add("Two");
8. set.add("Three");
9. set.add("Four");
10. set.add("Five");
11. Iterator<String> i=set.iterator();
12. **while**(i.hasNext())
13. {
14. System.out.println(i.next());
15. }
16. }
17. }

Five

One

Four

Two

Three

**Java HashSet example ignoring duplicate elements**

In this example, we see that HashSet doesn't allow duplicate elements.

1. **import** java.util.\*;
2. **class** HashSet2{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Ajay

Vijay

Ravi

**Java HashSet example to remove elements**

Here, we see different ways to remove an element.

1. **import** java.util.\*;
2. **class** HashSet3{
3. **public** **static** **void** main(String args[]){
4. HashSet<String> set=**new** HashSet<String>();
5. set.add("Ravi");
6. set.add("Vijay");
7. set.add("Arun");
8. set.add("Sumit");
9. System.out.println("An initial list of elements: "+set);
10. //Removing specific element from HashSet
11. set.remove("Ravi");
12. System.out.println("After invoking remove(object) method: "+set);
13. HashSet<String> set1=**new** HashSet<String>();
14. set1.add("Ajay");
15. set1.add("Gaurav");
16. set.addAll(set1);
17. System.out.println("Updated List: "+set);
18. //Removing all the new elements from HashSet
19. set.removeAll(set1);
20. System.out.println("After invoking removeAll() method: "+set);
21. //Removing elements on the basis of specified condition
22. set.removeIf(str->str.contains("Vijay"));
23. System.out.println("After invoking removeIf() method: "+set);
24. //Removing all the elements available in the set
25. set.clear();
26. System.out.println("After invoking clear() method: "+set);
27. }
28. }

An initial list of elements: [Vijay, Ravi, Arun, Sumit]

After invoking remove(object) method: [Vijay, Arun, Sumit]

Updated List: [Vijay, Arun, Gaurav, Sumit, Ajay]

After invoking removeAll() method: [Vijay, Arun, Sumit]

After invoking removeIf() method: [Arun, Sumit]

After invoking clear() method: []

**Java HashSet from another Collection**

1. **import** java.util.\*;
2. **class** HashSet4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();
5. list.add("Ravi");
6. list.add("Vijay");
7. list.add("Ajay");
9. HashSet<String> set=**new** HashSet(list);
10. set.add("Gaurav");
11. Iterator<String> i=set.iterator();
12. **while**(i.hasNext())
13. {
14. System.out.println(i.next());
15. }
16. }
17. }

Vijay

Ravi

Gaurav

Ajay

**Java HashSet Example: Book**

Let's see a HashSet example where we are adding books to set and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashSetExample {
15. **public** **static** **void** main(String[] args) {
16. HashSet<Book> set=**new** HashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to HashSet
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing HashSet
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

**103 Operating System Galvin Wiley 6**
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<https://youtu.be/VvDTro4Shzg>
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